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Abstract

In this paper we describe a UML transformation framework based on Graph Rewriting Systems (GRS).
Transformations described here, address the Desing Implementation problem, i.e. restrictions in the imple-
mentation language, that must be noticed during code generation. The transformation framework applies
graph rewriting rules to a abstract UML model to build a implementation model, which is adapted to imple-
mentation specific restrictions. Beside transfromation the framework enables the programmer to modify the
implementation model so, that changes are propagated into the abstract model. An optimistic approach keeps
both models synchronized.

1 Introduction

The design implementaion gap describes the common problem, that results from trying to implement an abstract
model, obtained from problem analysis and object oriented design. The most common implementation languages
and frameworks only support a subset of objectoriented concepts. This results in language dependent designs or
the need of experts, which are firm not only in the problem domain, but also in the implementaion language. The
first approach lacks the abstraction proposed by the UML standard, which is an important prerequisit for software
support and extension. The latter requires an additional development step, with implications on development
time and costs. Besides this, the ’transformation expert’ must guarantee that the original business model is
implemented correctly, i.e. that all concepts of the design are implemented. This becomes even more difficult,
if concepts like design-patterns or optimizations are to be used. Experience shows, that software changes occure
not only in the abstract model, but also in the implementation model. This often results in two different models,
which roughly describe each others concepts. In this paper we outline a system, that uses a Graph Rewriting
System (GRS) to transform abstract UML models to implementation models. GRS rules have the advantage
of beeing easily described in a graphically notation. This offers the possiblity to implement user specific rules,
enabling the easy adaption to particular implementaion frameworks and languages. Beside the generation of
implementation models, the framework keeps both models synchronized, enabling modifications not only in the
abstract model but also in the implementation model.

2 Graph Rewriting for UML transfromations

A Graph Rewriting System (GRS) consists of a set of rules, describing transformations on graphs, which consist
of nodes and edges. Nodes and edges can be marked with labels. We can think of a graph as beeing a UML



model, with the nodes beeing the classes and the edges beeing the relations among them. A GRS rule consists
of two patterns, which describe the occurence of a certain subgraph in the host graph and its replacement. The
subgraph in the host graph of a particular rule is called redex. A rule can contain additional information, which
describes the redex of the rule more detailed. After the redex of a rule is identified by the system, the redex is
replaced by the second pattern of the rule. Additional embedding instructions can be used to exactly describe
how the new graph is integrated into the host graph.

GRS’s are well understood and algorithms and frameworks for the evaluation of rules and graph modifications
exist. GRS’s are naturally applicable to UML models, so the rules can be defined as UML graphs. The UML
metamodel allows a fairly simple implementation of a GRS, because of the fixed number of node and edge types.

2.1 Transformation

The transformation framework consists of a set of rule sets. A rule set contains a number of rules for a particular
transformation target. Examples could be: Java rules, ie. rules to resolve multiple inheritance; EJB rules, ie.
rules for generating classes for a certain framework; etc. The transformation unit can apply the rules of a certain
set in three different ways.

e Controlled
The user identifies the rule to be executed and its redex. The system performs the graph transformation.

e Programmed
The user identifies several rules to be executed one after another. The system tries to find a redex for every
rule automatically. Additional information can be supplied to use certain strategies for rule evaluation.
Strategies could describe how often one rule is executed, etc.

e Automatically
The system determines the rules to be executed automatically. Here, only the set of rules is given by the
user. The system can use different strategies to execute rules.

However, it must be noticed that automatic and programmed rewriting systems comprise non-deterministic
behaviour. Certain execution strategies can be used to face this problem.

A transformation consists of a set of applied rules together with their redexes, regardless of the way they were
chosen. The evaluation of a transformation results in a new UML model which is consistent with the original
model in respect of the transformation rules.

2.2 Rules

Transformation rules describe modifications to the host graph. A rule contains two graphs, called left-hand-side
(Ihs) and right-hand-side (rhs). The lhs graph describes a graph pattern which must be found in the host graph
by the execution unit. After a corresponding subgraph is identified, additional information in the rule can be used
to further determine its relevance. These informations relate to values of attributes of nodes and edges. When
a subgraph is found to be valid for the current rule, this subgraph is deleted from the host graph. This includes
all nodes and edges of the redex and all edges between the restgraph and the redex. In the second stage, nodes
and edges of the rhs graph are added to the host graph. Additional, particular embedding instructions can be
part of the rule, describing how to integrate the new elements into the host graph. Because UML models can be
seen as graphs, GRS rules can easily be defined in UML notation. This not only allows the use of well-known
concepts, but also improves the readability of transformation steps. Beside this it allows the integration of the
transformation framework in existing UML design applications.



3 Synchronisation between models

In the software development the problem analysis and software design lead to an abstract software model, which
is independent from the implementation. This model describes the structure of the software and is the basis for
documentation, modification, development and support. To implement such an abstract model, an additional step
is required: mapping the abstract model to a particular programming environment. The resulting implementation
model realises the concepts from the abstract model in the programming environment. The experience with large
software projects show, that modifications of the software occure not only in the abtsract model, but also in
the implementation. This leads to two divergenting models which are not usable for further developments or
support. In most cases this leads to a desing bounded to particular implementation environment. To solve this
problem, the transformation framework should not only generate the implementation model, it should also keep
both models synchronized. This can be achieved using an optimistic approach.

3.1 Optimistic modification of the source model

The transformation framework addresses the design-implementation problem. This means, the source model is in-
dependent from the implementation language. The implementation model realises the the abstract concepts in the
programming environment. Modifications of the implementation can affect implementation specific structures or
structures independent from the implementation. Changes to implementation specific structures can be recorded
and added to the transformation steps. These structures have no direct representation in the abstract model,
therefore no changes to the abstract model are necessary. Modifications of structures that have a representation
in the abstract model must be propagated to the abstract model, to represent the current software structure.
This problem is solved with an optimistic approach. Structures, that are represented in the abstract model
are changed in both models. After this change took part, tho whole transformation is carried out again. This
new transformation step constructs a new implementation model, which is consistent with the changed abstract
model. The framework records all transformation runs and their results to enable the step back, if unwanted
results occure.

3.2 Implications of the optimistic approach

The optimistic approach propagates changes made in the implementation model back to the abstract model, if
structures are affected, that are defined in the abstract model. After these changes, the whole transformation is
executed again. Changes in the abstract model can lead to changes of certain redexes, so that some rules cannot
be applied any more. If that case, different strategies can be applied. They include aborting the transformation,
creating a new transformation or a partial execution. Therefore a rule dependency graph can be used, which
describes, which parts of the transformation can be executed successfully.

4 Conclusion

The presented system performs transformations on abstract UML models so, that implementation specific models
are generated. Therefore it uses a graph rewriting system, which expresses its transformations as graph modifying
rules. Beside the generation of an implementation model, the framework also keeps implementation and abstrac-
tion synchronized. Therefore an optimistic approach is used. UML models can easily be expressed as graphs, so
the GRS rules can be defined using UML notation. Open questions include partial execution of transformations
and rule dependency analysis.
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